**Detección de Emociones en Tiempo Real**

![Marcador de posición de imagen](data:image/png;base64,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)

**Dairon Tadeo García Medina   
Eduardo Isaí López García  
Jesús Yocsan Luévano Flores  
Martín Isaí Núñez Villeda  
Alan Fernando Martinez Moreno  
Pablo David Pérez López**

17/11/2024

3er Semestre de Ingeniería en Computación Inteligente

Inteligencia Artificial

Francisco Javier Luna Rosas

Universidad Autónoma de Aguascalientes

**INTRODUCCIÓN**

El reconocimiento facial no es algo nuevo en el mundo actual, de hecho es tan común que varios dispositivos electrónicos como celulares o cerraduras de seguridad lo utilizan desde hace muchos años como parte principal de su funcionamiento, reconociendo patrones en las imágenes con las que se entrena, que es precisamente lo que se intenta realizar en esta práctica de investigación y aplicación. Pero hay una función que en este caso es la función principal de la práctica, que es no solo reconocer rostros, sino también identificar sus emociones solo con las expresiones faciales que realice el usuario.

SI bien en la época actual en la que vivimos, con el auge desmedido de la I.A. y su constante y exponencial evolución, ya existen ciertas tecnologías que facilitan aún más trabajos como este, como lo son las “Redes Neuronales Convolucionales”; pero no se usará nada de eso. A base de redes neuronales “simples” o más primitivas, se logra el mismo objetivo, entrenar al programa con cierta cantidad de imágenes para detectar patrones en distintos tipos de caras y así lograr tener una suficiente cantidad de datos de cada emoción para que el programa sea capaz de identificarlos por cuenta propia y en tiempo real.

Si bien la utilidad de este tipo de tecnologías puede no ser tan clara o tan técnica como otras que hemos visto, puede ayudar y servir muy bien para, por ejemplo, reducir el estrés después de un mal día de trabajo; la I.A. al ser capaz de identificar estas emociones, si llegas triste o enojado, podría tener la capacidad de poner en automático música relajante, podría prender la televisión o preparar un café, o si llegas feliz por ejemplo, puede ayudar a mantener el ánimo más tiempo al poner música movida o inclusive con I.A.’s más avanzadas, planear actividades para ese día. Así que efectivamente, puede no ser tan técnicamente práctico, pero puede ser de gran ayuda para reducir los pesos de un día común, o mantener un estado de ánimo positivo, lo que a la larga ayudaría a la persona a estar más tranquila o ser más feliz con su vida cotidiana.

**ANÁLISIS**

**Algoritmos de Detección de Emociones**

* **Desempeño General**: Al programa se le pasan una serie de datos, en este caso clasificados como enojado, triste, feliz y neutral, siendo estos datos imágenes expresando las emociones. Habiéndole pasado ya las imágenes al extractor de rostros, se pasa al creador de modelo, donde se entrena para que busque patrones entre las caras y así aprenda a identificar nuevas, y finalmente se carga el modelo. Como se puede verificar, son 3 programas o 3 códigos como parte del proyecto.
* **Metodología:** Los datos utilizados para esta práctica son imágenes, y al requerir un volumen grande de imágenes lo que se hizo fue tomar videos de 10 segundos con un aproximado de 30 fps, esto se realizó 6 veces por cada emoción, dando aproximadamente 7,200 imágenes que se utilizaron para el entrenamiento del modelo.
* **Complejidad**: La complejidad del modelo radica en al dificultad de replicar el comportamiento de una red convolucional utilizando redes neuronales normales, por lo que en este caso, para poder aplicarlo más eficientemente, se dividió en 3 códigos.
* **Aplicaciones y Limitaciones**: Aplicaciones no tiene demasiadas, más que las ya mencionadas y puede llegar a ser útil en sistemas de seguridad más avanzados (donde tengas que tener cierta expresión facial específica por ejemplo). Sin embargo, está bastante limitado si es que se quiere hacer un algoritmo de reconocimiento facial general, ya que se requieren grandes volúmenes de datos por cada una de las emociones a identificar (que son muchas las que existen), por lo que para su utilidad, no vale la pena hacer una algoritmo general para este programa.

**IMPLEMENTACIÓN**

Extractor de Rostros

*import* cv2

*import* numpy *as* np

*import* tkinter *as* tk

*from* tkinter *import* messagebox

*import* os

*from* datetime *import* datetime

root *=* tk.Tk()

root.title("Emotion Detection Recopiler")

selected\_option *=* tk.StringVar()

source\_option *=* tk.StringVar(value*=*"Camera")

*# Define variables to store the path and type globally*

ruta\_base *=* "Extraccion\_Emociones/"

ruta *=* ""

tipo *=* ""

*def* *on\_go\_button*():

*global* ruta, tipo

option *=* selected\_option.get()

*if* option:

tipo *=* process\_selected\_option(option)

create\_directory() *# Create directory based on the current date and time*

messagebox.showinfo("Selected Option", *f*"You selected: {option}")

root.destroy() *# Close the main window after selection*

*else*:

messagebox.showwarning("No Selection", "Please select an option")

*def* *process\_selected\_option*(option):

*global* tipo

*if* option *==* "Happy":

print("Processing Happy images...")

tipo *=* "Feliz"

*elif* option *==* "Sad":

print("Processing Sad images...")

tipo *=* "Triste"

*elif* option *==* "Angry":

print("Processing Angry images...")

tipo *=* "Enojado"

*return* tipo

*def* *create\_directory*():

*global* ruta

*# Get the current date and time*

now *=* datetime.now()

*# Format the date and time as a string*

directory\_name *=* now.strftime("%Y-%m-%d\_%H-%M-%S")

*# Create the full path*

ruta *=* os.path.join(ruta\_base, tipo, directory\_name)

*# Create the directory*

os.makedirs(ruta, exist\_ok*=*True)

*# Create radio buttons for emotion selection*

radio1 *=* tk.Radiobutton(root, text*=*"Happy", variable*=*selected\_option, value*=*"Happy", bg*=*'black', fg*=*'white')

radio2 *=* tk.Radiobutton(root, text*=*"Sad", variable*=*selected\_option, value*=*"Sad", bg*=*'black', fg*=*'white')

radio3 *=* tk.Radiobutton(root, text*=*"Angry", variable*=*selected\_option, value*=*"Angry", bg*=*'black', fg*=*'white')

*# Pack the radio buttons*

radio1.pack(anchor*=*tk.W)

radio2.pack(anchor*=*tk.W)

radio3.pack(anchor*=*tk.W)

*# Create radio buttons for source selection*

camera\_radio *=* tk.Radiobutton(root, text*=*"Camera", variable*=*source\_option, value*=*"Camera", bg*=*'black', fg*=*'white')

video\_radio *=* tk.Radiobutton(root, text*=*"Video", variable*=*source\_option, value*=*"Video", bg*=*'black', fg*=*'white')

*# Pack the source radio buttons*

camera\_radio.pack(anchor*=*tk.W)

video\_radio.pack(anchor*=*tk.W)

*# Create and pack the "Go" button*

go\_button *=* tk.Button(root, text*=*"Go", command*=*on\_go\_button, bg*=*'orange', fg*=*'white')

go\_button.pack()

*# Run the application*

root.mainloop()

*# Decide the video source based on user's choice*

*if* source\_option.get() *==* "Camera":

cap *=* cv2.VideoCapture(0)

*else*:

cap *=* cv2.VideoCapture("truste\_2.mp4")

face\_cascade *=* cv2.CascadeClassifier('haarcascade\_frontalface\_default.xml')

i *=* 0

*while* True:

ret, frame *=* cap.read()

*if* *not* ret:

*break*

gray *=* cv2.cvtColor(frame, cv2.COLOR\_BGR2GRAY)

framecopy *=* frame.copy()

faces *=* face\_cascade.detectMultiScale(gray, scaleFactor*=*1.2, minNeighbors*=*5)

*for* (x, y, w, h) *in* faces:

cv2.rectangle(frame, (x, y), (x*+*w, y*+*h), (0, 255, 255), 2)

rostro *=* framecopy[y:y*+*h, x:x*+*w]

rostro *=* cv2.resize(rostro, (150, 150), interpolation*=*cv2.INTER\_CUBIC)

*# Save the image with a correct path and file name*

cv2.imwrite(*f*"{ruta}/{tipo}\_{i}.jpg", rostro)

i *+=* 1

cv2.imshow("Video", frame)

k *=* cv2.waitKey(1)

*if* k *==* ord("q") *or* i *>=* 300:

*break*

cap.release()

cv2.destroyAllWindows()

Creador de Modelo

*import* os

*import* numpy *as* np

*from* PIL *import* Image

*# Function to load images from a folder and subfolders*

*def* *load\_images\_from\_folder*(folder, label\_map):

images *=* []

labels *=* []

*for* label\_name, label *in* label\_map.items():

label\_folder *=* os.path.join(folder, label\_name)

*for* subfolder\_name *in* os.listdir(label\_folder):

subfolder\_path *=* os.path.join(label\_folder, subfolder\_name)

*if* os.path.isdir(subfolder\_path):

*for* idx, filename *in* enumerate(os.listdir(subfolder\_path)):

img\_path *=* os.path.join(subfolder\_path, filename)

img *=* Image.open(img\_path).convert('L')

img *=* img.resize((48, 48))

img\_array *=* np.array(img).astype(np.float32).flatten()

images.append(img\_array)

labels.append(label)

*return* np.array(images), np.array(labels)

*# Neural Network Class Definition*

*class* SimpleNN:

*def* \_\_init\_\_(self, input\_size, hidden\_size, output\_size):

*self*.W1 *=* np.random.randn(input\_size, hidden\_size) *\** 0.01

*self*.b1 *=* np.zeros((1, hidden\_size))

*self*.W2 *=* np.random.randn(hidden\_size, output\_size) *\** 0.01

*self*.b2 *=* np.zeros((1, output\_size))

*def* *sigmoid*(self, z):

*return* 1 */* (1 *+* np.exp(*-*z))

*def* *sigmoid\_derivative*(self, z):

s *=* *self*.sigmoid(z)

*return* s *\** (1 *-* s)

*def* *forward*(self, X):

*self*.Z1 *=* np.dot(X, *self*.W1) *+* *self*.b1

*self*.A1 *=* *self*.sigmoid(*self*.Z1)

*self*.Z2 *=* np.dot(*self*.A1, *self*.W2) *+* *self*.b2

*self*.A2 *=* *self*.sigmoid(*self*.Z2)

*return* *self*.A2

*def* *compute\_cost*(self, Y, A2):

m *=* Y.shape[0]

cost *=* *-*np.sum(Y *\** np.log(A2) *+* (1 *-* Y) *\** np.log(1 *-* A2)) */* m

*return* cost

*def* *backward*(self, X, Y):

m *=* X.shape[0]

dZ2 *=* *self*.A2 *-* Y

dW2 *=* np.dot(*self*.A1.T, dZ2) */* m

db2 *=* np.sum(dZ2, axis*=*0, keepdims*=*True) */* m

dA1 *=* np.dot(dZ2, *self*.W2.T)

dZ1 *=* dA1 *\** *self*.sigmoid\_derivative(*self*.Z1)

dW1 *=* np.dot(X.T, dZ1) */* m

db1 *=* np.sum(dZ1, axis*=*0, keepdims*=*True) */* m

*self*.W1 *-=* *self*.learning\_rate *\** dW1

*self*.b1 *-=* *self*.learning\_rate *\** db1

*self*.W2 *-=* *self*.learning\_rate *\** dW2

*self*.b2 *-=* *self*.learning\_rate *\** db2

*def* *train*(self, X, Y, epochs, learning\_rate):

*self*.learning\_rate *=* learning\_rate

*for* i *in* range(epochs):

A2 *=* *self*.forward(X)

cost *=* *self*.compute\_cost(Y, A2)

*self*.backward(X, Y)

*if* i *%* 100 *==* 0:

print(*f*"Iteration {i}, Cost: {cost}")

*def* *save\_model*(self, file\_path):

np.savez(file\_path, W1*=self*.W1, b1*=self*.b1, W2*=self*.W2, b2*=self*.b2)

*@*staticmethod

*def* *load\_model*(file\_path):

data *=* np.load(file\_path)

model *=* SimpleNN(data['W1'].shape[0], data['W1'].shape[1], data['W2'].shape[1])

model.W1 *=* data['W1']

model.b1 *=* data['b1']

model.W2 *=* data['W2']

model.b2 *=* data['b2']

*return* model

*# Main Execution \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\**

*# Load and preprocess dataset*

dataset\_folder *=* 'Extraccion\_Emociones' *# Change this to your dataset folder path*

label\_map *=* {'Feliz': 0, 'Triste': 1, 'Enojado': 2}

X, y *=* load\_images\_from\_folder(dataset\_folder, label\_map)

X *=* X */* 255.0

y *=* np.eye(len(label\_map))[y]

*# Split the data into training and testing sets*

*from* sklearn.model\_selection *import* train\_test\_split

X\_train, X\_test, y\_train, y\_test *=* train\_test\_split(X, y, test\_size*=*0.2, random\_state*=*42)

*# Initialize and train the neural network*

input\_size *=* 48 *\** 48

hidden\_size *=* 64

output\_size *=* 3

nn *=* SimpleNN(input\_size, hidden\_size, output\_size)

learning\_rate *=* 0.01

epochs *=* 10000

nn.train(X\_train, y\_train, epochs, learning\_rate)

*# Predict function*

*def* *predict*(X, model):

A2 *=* model.forward(X)

*return* np.argmax(A2, axis*=*1)

*# Evaluate the model*

train\_predictions *=* predict(X\_train, nn)

test\_predictions *=* predict(X\_test, nn)

train\_accuracy *=* np.mean(np.argmax(y\_train, axis*=*1) *==* train\_predictions)

test\_accuracy *=* np.mean(np.argmax(y\_test, axis*=*1) *==* test\_predictions)

print(*f*"Train Accuracy: {train\_accuracy *\** 100}%")

print(*f*"Test Accuracy: {test\_accuracy *\** 100}%")

*# Save the trained model*

nn.save\_model('emotion\_detection\_model.npz')

Modelo

*import* numpy *as* np

*import* cv2

*# Define the SimpleNN class*

*class* SimpleNN:

*def* \_\_init\_\_(self, input\_size, hidden\_size, output\_size):

*self*.W1 *=* np.random.randn(input\_size, hidden\_size) *\** 0.01

*self*.b1 *=* np.zeros((1, hidden\_size))

*self*.W2 *=* np.random.randn(hidden\_size, output\_size) *\** 0.01

*self*.b2 *=* np.zeros((1, output\_size))

*def* *sigmoid*(self, z):

*return* 1 */* (1 *+* np.exp(*-*z))

*def* *forward*(self, X):

*self*.Z1 *=* np.dot(X, *self*.W1) *+* *self*.b1

*self*.A1 *=* *self*.sigmoid(*self*.Z1)

*self*.Z2 *=* np.dot(*self*.A1, *self*.W2) *+* *self*.b2

*self*.A2 *=* *self*.sigmoid(*self*.Z2)

*return* *self*.A2

*# Load model function*

*def* *load\_model*(file\_path, input\_size, hidden\_size, output\_size):

data *=* np.load(file\_path)

model *=* SimpleNN(input\_size, hidden\_size, output\_size)

model.W1 *=* data['W1']

model.b1 *=* data['b1']

model.W2 *=* data['W2']

model.b2 *=* data['b2']

*return* model

*# Parameters (adjust as needed based on your trained model)*

input\_size *=* 48 *\** 48 *# Image size (48x48 pixels flattened)*

hidden\_size *=* 64 *# Number of neurons in the hidden layer*

output\_size *=* 3 *# Number of output classes (emotions)*

*# Load the trained model*

nn *=* load\_model('emotion\_detection\_model.npz', input\_size, hidden\_size, output\_size)

*# Main testing with real-time video*

cap *=* cv2.VideoCapture(0)

face\_cascade *=* cv2.CascadeClassifier('haarcascade\_frontalface\_default.xml')

*while* True:

ret, frame *=* cap.read()

gray *=* cv2.cvtColor(frame, cv2.COLOR\_BGR2GRAY)

faces *=* face\_cascade.detectMultiScale(gray, scaleFactor*=*1.2, minNeighbors*=*5)

*for* (x, y, w, h) *in* faces:

cv2.rectangle(frame, (x, y), (x*+*w, y*+*h), (0, 255, 0), 2)

face *=* gray[y:y*+*h, x:x*+*w]

face *=* cv2.resize(face, (48, 48)).flatten().astype(np.float32) */* 255.0

face *=* face.reshape(1, *-*1)

prediction *=* nn.forward(face)

emotion *=* np.argmax(prediction)

*if* emotion *==* 0:

label *=* 'Happy'

*elif* emotion *==* 1:

label *=* 'Sad'

*elif* emotion *==* 2:

label *=* 'Angry'

cv2.putText(frame, label, (x, y*-*10), cv2.FONT\_HERSHEY\_SIMPLEX, 0.9, (0, 255, 0), 2)

cv2.imshow("Video", frame)

*if* cv2.waitKey(1) *&* *0x*FF *==* ord('q'):

*break*

cap.release()

cv2.destroyAllWindows()

## Explicación del Extractor de Rostros:

1. Inicialización: Se inicializa una interfaz gráfica para el modelo, y se inicializan las variables globales que se utilizarán para el manejo de rutas y directorios.
2. Operación Principal: Se captura el video y se procesa cada fotograma convirtiendo el cuadro a escala de grises, luego se detecta el rostro, se identifican sus características, y se guarda en una carpeta.
3. Procesamientos Adicionales: Si hay más de un rostro, se procesan por separado; y las carpetas se organizan por fecha, hora y emoción.
4. Resultado: El bucle termina hasta que se hayan capturado 300 imágenes, y se espera que hayan identificado correctamente los rostros en las imágenes..

## Explicación del Creador de Modelo:

1. Inicialización: En este código se cargan las imágenes sacadas por el Extractor de Rostros, se procesan en una red neuronal con 64 neuronas en su capa oculta, y se utiliza la librería de “train\_test\_split” para entrenar al modelo.
2. Operación Principal: Se utiliza primero forward propagation para calcular la salida de la red neuronal, se calcula el error entre la salida y una función de pérdida, y finalmente se utiliza backpropagation para la actualización de pesos.
3. Procesamientos Adicionales: Para el entrenamiento se utilizaron 10,000 épocas, y una vez entrenado se utiliza la función “predict” para luego calcular la precisión comparando las salidas predichas con salidas previamente etiquetadas.
4. Resultado: Lo que se espera en este código es que nos de los porcentajes de precisión, esperando que sean altos.

## Explicación del Modelo:

1. Inicialización: Al ser la aplicación del Creador del Modelo, simplemente se define la red neuronal, inicializando valores; luego se prepara la captura de video y al último se definen los parámetros que se utilizarán en la red neuronal.
2. Operación Principal: La operación principal es la aplicación práctica de los 2 anteriores códigos, así que captura las imágenes, detecta los rostros, preprocesa las nuevas imágenes, y finalmente predice las emociones utilizando los parámetros ya establecidos.
3. Procesamiento Adicional: Todo este proceso se hace en tiempo real, pudiendo ver el video mientras predice las emociones al mismo tiempo.
4. Resultado: Se espera que prediga de forma correcta las emociones que uno está expresando en el momento.

**EVALUACIÓN DEL ALGORITMO**

**Descripción:**El algoritmo se basa en redes neuronales y librerías de procesamiento de imágenes cuyo objetivo final es reconocer las emociones humanas en tiempo real por medio de las expresiones faciales que realiza el usuario.

**Pros:**

* Simplicidad: Si bien es más tardado que utilizar redes convolucionales, es sencillo de entender al utilizar conceptos menos complejos que una red convolucional.
* Capacidad de procesamiento: Si bien en este caso se entrenó para 4 emociones, no es demasiado complicado agregar las emociones que se requieran, solo hay que modificar un poco el código.

**Contras:**

* Volúmenes de datos: A pesar de su “sencillez”, los volúmenes de datos que se requieren son demasiado altos, simplemente para 4 emociones se requirieron más de 7,000 imágenes.
* Generalización del algoritmo: Relacionado con la cantidad de datos, incluso con esas 7,000 imágenes, no es 100% seguro que funcione para cada una de las personas que intenten utilizarlo, ya que utilizamos solamente 6 modelos de rostros, así que se requieren una cantidad inmensa de datos para generalizar el algoritmo.

**Complejidad:**

* Tiempo: Es un código algo complejo de aplicar, ya que por ejemplo, no se utilizó un solo código, sino que se tuvo que separar en 3 códigos para que fuera más sencillo de aplicar y entender..

Aplicaciones Recomendadas:  
Principalmente como práctica de varios conceptos de I.A. y aprendizaje, ya que sus aplicaciones prácticas son complicadas de concretar.

**CONCLUSIONES**

El proyecto nos ayudó a comprender de mucho mejor forma el funcionamiento de las redes neuronales y manipulación de archivos e imagenes, cosa que representó un desafío muy grande en cuestión de creación de contenido, ya qué el manejar datasets de ese tamaño es demasiado grande.

Una vez teniendo ya los datasets, fue un poco más sencillo el realizar los códigos qué sé utilizaron, aunque si se tuvo que modificar de forma en que se pudiesen llegar a los objetivos, lo cual no fue algo demasiado complicado teniendo en cuenta los conocimientos previos.

En conclusión, está práctica nos ayudó mucho a reafirmar y practicar todo lo que ya hemos visto en el curso del semestre, y representó un reto no solo en lo practico sino en la organización en general del proyecto, por lo que fue un gran proyecto en cuanto al reto qué nos generó.
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